Наследование и динамический полиморфизм в C++.

Необходимо выполнить 2 задания. Выложите решение на github в репозиторий InheritanceExample.

**Пример 1**. Построить иерархию классов согласно схеме наследования (рис. 1).
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Рисунок 1. Схема классов.

**Решение.**

Описание классов

class B {

int a;

public:

B() { cout << "object of" << typeid(\*this).name() << " was created\n"; }

B(int x) :B() { a = x; }

~B() { cout << "object of" << typeid(\*this).name() << " was destroyed\n"; }

};

class D1 : public B {

int b;

public:

D1(int x, int y) : B(y)

{

b = x;

cout << "object of" << typeid(\*this).name() << " was created\n";

};

~D1() { cout << "object of" << typeid(\*this).name() << " was destroyed\n"; }

};

class D2 : private B {

int c;

public:

D2(int x, int y) : B(y)

{

c = x;

cout << "object of" << typeid(\*this).name() << " was created\n";

};

~D2() { cout << "object of" << typeid(\*this).name() << " was destroyed\n"; }

};

class D3 : private D1, public D2 {

int d;

public:

D3(int x, int y, int z, int i, int j) : D1(y, z), D2(i, j)

{

d = x;

cout << "object of" << typeid(\*this).name() << " was created\n";

}

~D3() { cout << "object of" << typeid(\*this).name() << " was destroyed\n"; }

};

class D4 : public D2, private D1 {

int e;

public:

D4(int x, int y, int z, int i, int j) : D1(y, z), D2(i, j)

{

e = x;

cout << "object of" << typeid(\*this).name() << " was created\n";

}

~D4() { cout << "object of" << typeid(\*this).name() << " was destroyed\n"; }

};

Проверьте последовательность вызовов конструкторов при создании объектов и вызовов деструкторов при уничтожении для объектов. Создайте объекты классов D3 и D4:

D3 temp(100, 200, 300, 400, 500);

D4 temp1(1, 2, 3, 4, 5);

Убедитесь в том, что конструктор класса B вызывается два раза: перед созданием класса D1 и класса В2. Чтобы исправить ситуацию, то есть выполнить вызов только один раз, необходимо сделать наследование виртуальным. Для этого перед модификатором базового класса при описании класса-наследника (для классов D1 и D2) нужно написать virtual. Деструктор так же будет вызван только один раз.

VS позволяет построить диаграмму классов. Диаграмма классов данного проекта (рис. 2).

![](data:image/png;base64,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)

Рисунок 2. Диаграмма классов.

Отношение наследования меду кассами обозначается стрелкой, направленной от наследника к базовому классу. Чтобы добавить диаграмму классов к проекту, необходимо в контекстном меню выбрать: Добавить –> Создать элемент…

Далее в шаблонах Служебных программ выбрать Диаграмму классов. Созданные классы нужно перетащить на поле диаграммы. Связи наследования появляются автоматически.

Если диаграмма классов отсутствует, то нужно установить пакет для работы с ней <https://docs.microsoft.com/ru-ru/visualstudio/ide/class-designer/how-to-add-class-diagrams-to-projects?view=vs-2019>

|  |  |  |
| --- | --- | --- |
| **Задание 1 для самостоятельного выполнения.** | | |
| Постройте иерархию классов согласно схеме наследования, приведенной в варианте задания. Варианты можно найти по ссылке: <http://khpi-iip.mipk.kharkiv.edu/library/pgm/lab2/lab3.html>. Задание выполнить аналогично разобранному выше примеру 1. Построить диаграмму классов. | | |
| 1 вариант – рис. 6  2 вариант – рис. 10  3 вариант – рис. 11  4 вариант – рис. 12 | 5 вариант – рис. 13  6 вариант – рис. 15  7 вариант – рис. 16  8 вариант – рис. 18 | 9 вариант – рис. 19  10 вариант – рис. 20  11 вариант – рис. 21  12 вариант – рис. 24 |

**Пример 2.** Использование виртуальных функций.

// **класс**, описывающий **существо**

class creature

{

private:

string title;

double mass; //kg

protected:

creature() : mass(0.0) {}

creature(const creature& obj): title(obj.title), mass(obj.mass) {}

creature(const string& \_title, double \_mass): title(\_title), mass(\_mass) {}

// деструктор (объявлен как виртуальный)

virtual ~creature() { cout << "creature deleted" << endl << endl; }

// виртуальная функция для вывода информации об объекте

virtual void \_print() const { cout << "title: " << title << ", mass: " << mass; }

public:

// открытая функция для вывода информации об объекте

void print() const

{

cout << typeid(\*this).name() << ": (";

// вызов виртуальной функции

// т.к. функция \_print виртуальная, вызываться она будет

// не только из текущего класса, но и из производных,

// в зависимости от того, для какого объекта осуществляется вызов

\_print();

cout << ")" << endl;

}

};

// **класс animal** наследуется от класса creature

class animal : public creature

{

private:

double speed; //m/s

public:

animal() : creature() {}

animal(const animal& obj): creature(obj), speed(obj.speed) {}

animal(const string& \_title, double \_mass, double \_speed)

: creature(\_title, \_mass), speed(\_speed) {}

~animal() { cout << "animal deleted" << endl; }

protected:

// виртуальная функция \_print переопределяется в производном //классе

void \_print() const

{

creature::\_print();

cout << ", speed: " << speed;

}

};

// **класс bird** наследуется от класса animal

class bird : public animal

{

private:

double topfly; //km

public:

bird() : animal() {}

bird(const bird& obj): animal(obj), topfly(obj.topfly) {}

bird(const string& \_title, double \_mass, double \_speed, double \_topfly)

: animal(\_title, \_mass, \_speed), topfly(\_topfly) {}

~bird() { cout << "bird deleted" << endl; }

protected:

// виртуальная функция \_print переопределяется в классе bird

void \_print() const

{

animal::\_print();

cout << ", topfly: " << topfly;

}

};

// **класс fish** наследуется от класса animal

class fish : public animal

{

private:

double maxdeep; //km

public:

fish() : animal() {}

fish(const fish& obj): animal(obj), maxdeep(obj.maxdeep) {}

fish(const string& \_title, double \_mass, double \_speed, double \_maxdeep)

: animal(\_title, \_mass, \_speed), maxdeep(\_maxdeep) {}

~fish() { cout << "fish deleted" << endl; }

protected:

// виртуальная функция \_print переопределяется в классе fish

void \_print() const

{

animal::\_print();

cout << ", maxdeep: " << maxdeep;

}

};

Протестируйте работу классов на следующем примере

int main()

{

setlocale(0, "Rus");

// создание объектов и вывод информации о них

animal("Паук", 0.003, 0.05).print();

bird("Ворона", 0.3, 10, 0.1).print();

fish("Рыба Молот", 150, 5, 0.5).print();

cout << endl;

return 0;

}

Все животные могут перемещаться: рыбы плавают, звери бегают, змеи ползают, птицы летают. Но, как именно перемещается некое абстрактное животное, сказать нельзя.

Дополните пример следующими функциями.

В класс creature добавьте функцию получения массы существа

double get\_mass() const

{

return mass;

}

В класс animal добавьте функцию получения скорости существа

double get\_speed() const

{

return speed;

}

Добавьте описание нового класса для хищника.

// класс predator наследуется от animal

class predator : public animal

{

protected:

predator() {}

public:

~predator() {}

// чисто виртуальная функция hunt будет определять

// посредством производных классов,

// удастся ли хищнику поохотиться на жертву (obj)

virtual bool hunt(const animal& obj) = 0;

// т.к. hunt чисто виртуальная, класс predator является абстрактным

};

Опишите класс орла.

// используется множественное наследование, т.к. орел – и птица, и хищник

class eagle : public bird, public predator

{

public:

eagle() : bird() {}

eagle(const eagle& obj) : bird(obj) {}

eagle(double \_mass, double \_speed, double \_topfly)

: bird("Орел", \_mass, \_speed, \_topfly) {}

// определение тела функции hunt

// т.к. hunt определена, класс eagle – НЕабстракный

bool hunt(const animal& obj)

{

// функция get\_mass может наследоваться классом eagle из класса animal

// и через класс bird, и через класс predator

// нужно указать, что она наследуется через bird

return obj.get\_mass() < bird::get\_mass()

&& obj.get\_speed() < bird::get\_speed();

}

};

Проверка

int main()

{

setlocale(0, "Rus");

bird raven("Ворона", 0.3, 10, 0.1);

eagle eagle1(1, 100, 1);

fish hammerhead("Рыба-молот", 150, 5, 0.5);

raven.print();

hammerhead.print();

cout << "Eagle vs raven: " << eagle1.hunt(raven) << endl;

cout << "Eagle vs hammerhead: " << eagle1.hunt(hammerhead) << endl;

cout << endl;

return 0;

}

Функцию main можно переписать, вызывая hunt через ссылку на predator:

int main()

{

setlocale(0, "Rus");

bird raven("Ворона", 0.3, 10, 0.1);

fish hammerhead("Рыба-молот", 150, 5, 0.5);

raven.print();

hammerhead.print();

// динамическое создание объекта класса eagle,

// объект запоминается как ссылка на объект класса predator,

// подобное возможно, т.к. eagle является производным для predator

predator &eagle1 = \*new eagle(1, 100, 1);

cout << "Eagle vs raven: " << eagle1.hunt(raven) << endl;

cout << "Eagle vs hammerhead: " << eagle1.hunt(hammerhead) << endl;

cout << endl;

// очищение динамически выделенной памяти

delete &eagle1;

return 0;

}

Виртуальное наследование

В описанном выше примере при вызове функций get\_mass и get\_speed в функции hunt класса eagle можно не указывать область видимости класса bird, а вызвать get\_mass и get\_speed напрямую из animal, применив виртуальное наследование.

Виртуальное наследование является механизмом автоматического разрешения противоречий в случае возникновения неоднозначностей при вызове функций, в случаях, когда класс является наследником нескольких наследников общего базового класса. Для организации виртуального наследования нужно при наследовании перед спецификатором доступа базового класса (или после) указать слово virtual.

Добавьте virtual к базовому классу при описании класса bird. Таким образом, наследники класса bird будут являться виртуальными наследниками animal.

Аналогично, добавьте virtual к базовому классу при описании класса predator. Наследники класса predator будут являться виртуальными наследниками animal.

Класс eagle так же претерпит изменения:

class eagle : public bird, public predator

{

public:

eagle() : bird() {}

eagle(const eagle& obj)

: bird(obj),

// из-за виртуального наследования, для передачи параметров

// в конструктор класса animal, его необходимо вызвать явно

animal(obj) {}

eagle(double \_mass, double \_speed, double \_topfly)

: bird("", 0, 0, \_topfly),

// аналогично

animal("Орел", \_mass, \_speed) {}

bool hunt(const animal& obj)

{

return obj.get\_mass() < get\_mass()

&& obj.get\_speed() < get\_speed();

}

};

Создайте диаграмму классов для данного примера.

|  |
| --- |
| **Задание 2 для самостоятельного выполнения.** |
| Для данной предметной области составить ее программную модель посредством иерархии классов.  Предметная область – компьютерная игра. Предполагаемые классы: объект компьютерной игры, мифическое животное, человекоподобный персонаж, волшебный персонаж, волшебный предмет. Дополнение системы классов приветствуется. |
| Согласно предметной области написать программу, реализующую и демонстрирующую работу иерархии классов с применением механизмов динамического полиморфизма (виртуальных функций) и абстракции (чисто виртуальных функций), а также виртуального наследования.  Примечание: все неабстрактные классы должны содержать:  - конструктор без параметров;  - конструктор копирования;  - параметризированный(е) конструктор(ы);  - деструктор,  - переопределите в классах метод move(), draw() (добавление и переопределение своего метода приветствуется). |